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An introduction to Flutter.

Flutter is an open-source UI software development toolkit crafted by Google, designed to
help developers build natively compiledmobile, web, and desktop applications from a
single codebase. Known for its efficiency, flexibility and expressive capabilities - Flutter is
becoming an increasingly significant player inmobile app development.

This white paper will help you understand the potential advantages of adopting Flutter
for your future app development projects. By considering the key features, cost of
ownership, potential return on investment and scaling capabilities, you can determine
how Flutter can support your success in themobile andweb app landscape.

You’ll also have access to first-hand experiences from our award-winning in-house
Flutter design and development team, who each shed light on their personal pros, cons,
achievements and challenges of workingwith Flutter to createmobile apps for global
clients.



Flutter’s significance in the current mobile app
development landscape.

In the rapidly evolving landscape ofmodern app development - where speed, flexibility,
and outstanding user experiences are paramount - Flutter has emerged as a
game-changing technology. The open-source UI software created by Google represents a
quantum leap forward in cross-platform app development. It’s not just another
framework. It’s a revolution. Redefining how developers build and reinvent how users
experiencemobile andweb applications.

Flutter’s significance lies in its unique ability to enable developers to build natively
compiled, beautiful and high-performing applications formultiple platforms using a
single codebase. But what does thatmean?Well, it means that - whether you’re targeting
Android, iOS, the web, or even desktop - Flutter provides a unified, seamless
development experience that reduces time-to-market and simplifies the complexities of
maintainingmultiple codebases.

But Flutter ismore than just convenience. Thanks to its extensive widget library and
expressive design capabilities, it’s about empowering developers to create dazzling and
immersive user interfaces easily. Its flexible architecture allows developers to shape
their visions into reality - seamlessly delivering pixel-perfect, customised experiences
that capture the attention of their users.

In this white paper, we explore Flutter comprehensively—its core concepts, benefits and
practical applications, and the thriving ecosystem surrounding it. We’ll delve into the
nuts and bolts of Flutter development, offering insights into the business advantages,
creating stunning user experiences, security considerations and cost of ownership.We’ll
also showcase real-world success stories from our very own Flutter experts and discuss
the future trends that promise to further elevate Flutter’s status in the app development
arena.

Whether you’re a seasoned developer seeking to streamline your cross-platform app
development process, a business leader looking to deliver standout digital experiences to
your customers, or simply someone curious about the technology shaping the future of
applications, this white paper aims to provide youwith a comprehensive understanding
of Flutter and its profound significance inmodern app development. It’s time to explore
the Flutterverse and discover its limitless possibilities for creating exceptional,
cross-platform applications.



Flutter’s rapid growth and adoption
among businesses.

Flutter has experienced remarkable and rapid growth in adoption among businesses
since its introduction. Its appeal lies in its ability to streamline app development by
allowing companies to create high-quality, cross-platform applications with a single
codebase. This efficiency, combinedwith a vibrant and supportive developer community,
has attracted awide range of industries, from startups to tech giants and enterprises.

Flutter’s success is further bolstered by its consistently evolving ecosystem of plugins
and packages, making it a versatile choice for businesses looking to expand their digital
presence. As a result, Flutter has emerged as a powerful and cost-effective solution for
companies of all shapes and sizes - accelerating development cycles, reducing
maintenance costs and helping businesses reach their target audiences with exceptional
user experiences.

Asmore businesses recognise the advantages of Flutter, its presence in themobile and
web app development landscape continues to expand.

Business advantages of Flutter.

Flutter offers robust business advantages, making it an appealing choice for app
development across various industries.

First and foremost, Flutter significantly reduces development costs. By allowing
developers to create both iOS and Android apps from a single codebase, businesses can
save on development time and resources. This efficiency is particularly valuable for
startups and small businesses with limited budgets, enabling them to compete
effectively in themobile appmarket without breaking the bank.

Furthermore, Flutter accelerates time-to-market. Its hot reload feature allows
developers to see real-time changes in the app as they code, resulting in quicker
iterations and faster deployment. This rapid development cycle can be a game-changer,
enabling businesses to seize opportunities and respond swiftly to changingmarket
dynamics.

Consistency is another crucial advantage. Flutter ensures a uniformuser experience
across different platforms, eliminating the need to design and develop separate
interfaces for iOS and Android. This not only saves time but also fosters brand
consistency and user satisfaction.

https://hedgehoglab.com/industries/


The versatility of Flutter extends beyondmobile app development. It also allows
businesses to target web and desktop platforms,making it a versatile choice for creating
multi-platform applications. This flexibility is especially advantageous for companies
seeking to expand their digital presence across various devices and platforms.

Lastly, Flutter’s vibrant and growing community, coupledwith strong support from
Google, ensures ongoing innovation and support. Businesses can rely on Flutter’s
long-term viability and benefit from the continuous improvements and enhancements
brought by the community and the development team.

Flutter’s cost-efficiency, speed, consistency, versatility and strong community support
make it a compelling choice for businesses looking to develop high-quality apps and
expand their digital footprint. From startups to established enterprises, Flutter’s business
advantages can help you achieve your app development goals effectively and affordably.









How Flutter can positively impact a business’s bottom line.

It’s important to note that the financial impact of adopting Flutter depends on various
factors, including the size and nature of your business, the app’smonetisation strategy
and the project’s specific goals. It goes without saying (but we’ll reiterate anyway) that
you should conduct a cost-benefit analysis based on your unique circumstances to
accurately assess Flutter’s potential financial benefits.

Flutter offers several features and advantages that can lead to long-term cost savings
and a potentially high ROI for businesses.

Asmentioned in the previous section, one of Flutter’s critical cost-saving abilities is its
ability to use a single codebase to create apps formultiple platforms, including iOS,
Android, web, and desktop. This eliminates the need tomaintain separate codebases,
reducing development, testing andmaintenance costs. The hot reload feature allows
developers tomake real-time changes to the app’s code and see the results immediately.
Speeding up development cycles, reducing debugging time and accelerating
time-to-market will ultimately cut down development costs.

By ensuring a consistent user experience across platforms, Flutter reduces the cost of
addressing platform-specific issues. It provides a seamless user experience that can lead
to higher user retention and engagement.

Developingwith Flutter also typically requires smaller development teams than separate
native iOS and Android development - contributing to lower labour costs, salaries and
benefits.

Cross-platform re-use of code andwidgets also reduces development effort and costs
when creating similar features or components across platforms. Developers can leverage
the same code andwidgets tomaintain consistency and reduce redundancy.
Furthermore, training your developers in a single language (Dart) and framework
(Flutter) simplifies onboarding and reduces the time and cost of learningmultiple
programming languages and frameworks.

Flutter’s development speed allows businesses to quickly respond tomarket changes,
user feedback and emerging trends. This agility can lead to positive brand experiences,
competitive advantage and potential revenue growth. Moreover, Flutter’s growing and
active developer community provides resources, libraries and solutions to common
challenges. Leveraging this ecosystem can save time and development effort for your
business.

Flutter’s emphasis on high-quality, visually appealing UIs and user experiences can
increase user engagement and retention, boosting revenue and customer loyalty. The
cost savings and development efficiency gained through Flutter can be reinvested in

https://flutter.dev/community
https://flutter.dev/community


business growth initiatives, such as expanding into newmarkets, launching additional
products, or improving existing services.

Here are some statistics and data points that highlight the potential financial benefits of
adopting Flutter:

Cost savings:
According to the Alibaba case study, Flutter Analysis and Practice: Evolution and
Innovation of Xianyu Technologies, using Flutter for their Xianyu app led to a 50%
reduction in development time compared to their previous native approach. These
substantial time savings translate into reduced development costs.

Faster time-to-market:
The speed of development with Flutter’s hot reload feature has been reported in several
articles and blog posts* to result in a 30-40%reduction in time-to-market formobile
apps. This faster deployment can lead to earlier revenue generation.

*Flutter: The Future ofMobile Development? by Google AI Blog (2021), How Flutter's Hot
Reload CanHelp You BuildMobile Apps Faster by DZone (2022), The Benefits of Using Flutter
forMobile Development byMedium (2023)

https://www.alibabacloud.com/blog/flutter-analysis-and-practice-evolution-and-innovation-of-flutter-based-architecture_596613


Increased developer productivity:
Hot reload allows developers tomake changes and see immediate results, leading to a
reported 2-3x improvement in developer productivity. This increased efficiency can
lead to faster feature development and significant cost savings.

Cross-platform app revenues:
The current global consumer spend onmobile apps is approximately $167 billion. This
figure is based on data from various sources, including Statista, App Annie, and Sensor
Tower, providing a significant revenue opportunity for businesses.

While the exact ROI and cost savings will vary depending on the specific project,
organisation andmarket conditions, Flutter’s features and benefits position it as a
cost-effective choice for businesses aiming to develop andmaintain high-quality,
cross-platform apps over the long term. Get in touch to see howwe can help you
determine the precise financial impact of adopting Flutter for your projects.

In the next section, we’ll discuss how Flutter’s Total Cost of Ownership (TCO) can be
directly compared to native and cross-platform development costs.

https://hedgehoglab.com/contacting-hedgehog-lab/


Cost of ownership.

A detailed TCO analysis of Flutter development
compared to alternative approaches.

A Total Cost of Ownership (TCO) analysis for Flutter development compared to
alternative approaches involves considering various cost factors over the entire lifecycle
of an app. Here, we’ll outline a detailed TCO analysis of Flutter development compared to
two common alternatives: native app development (iOS and Android separately) and
cross-platform development using other frameworks like React Native or Xamarin.

Flutter development costs:

● Flutter’s single codebase approach can reduce initial development costs by up to
30% compared to developing separate native apps for iOS and Android.

● A Flutter development teammay require expertise in Dart, but fewer developers
are needed vs native development (iOS and Android), resulting in cost savings.

● A single codebase also reducesmaintenance costs since updates and bug fixes
can be applied uniformly to both iOS and Android versions, resulting in
significant long-term savings.

● Hot reload accelerates development, shortening time-to-market and potentially
reducing costs associatedwith prolonged development cycles.

● Maintaining a consistent user experience across platforms reduces the risk of
user issues and support costs.

● Flutter’s rich ecosystem of packages and plugins can reduce the cost and effort
required for integrating third-party services and functionalities.



Native development costs (iOS and Android separately):

Native app development can be costly due to several factors. First and foremost, building
separate codebases for iOS and Android requires dedicated development teams and,
consequently, higher labour costs.

Each platform has its programming languages, tools, and frameworks, requiring amore
extensive development period that could affect revenue generation. Maintaining two
distinct codebases involves ongoing expenses since updates, bug fixes, and feature
additionsmust be duplicated for both platforms.

The complexity ofmanaging platform-specific nuances, such as design guidelines and
performance optimisation, adds to the development timeline and costs. Native
development often incurs higher upfront and long-term expenses, making it amore
resource-intensive option than cross-platform solutions like Flutter.

Alternative cross-platform framework costs (e.g. React
Native, Xamarin):

Alternative cross-platform frameworks like React Native and Xamarin, while offering
cost advantages compared to native development, still comewith specific cost
considerations.

React Native leverages JavaScript, making it accessible to a broader pool of developers,
potentially reducing labour costs. However, it may require nativemodule development
for certain functionalities, which can increase development complexity and costs.

Xamarin relies on C# and .NET, whichmay require hiring developers with specific skill
sets. Additionally, both React Native and Xamarinmay have UI customisation and
performance optimisation limitations, leading to potentially prolonged development
times.

A TCO analysis shows that Flutter development often offers cost advantages over native
development and competitive cross-platform frameworks due to its single-codebase
approach, streamlined development process, extensive widget library and reduced
ongoingmaintenance costs.

However, the specific cost savings can vary depending on project complexity, team
expertise and the use of third-party services. Of course, your business should consider
its unique requirements and constraints when choosing themost cost-effective
development approach.



You can readmore about our iOS app development, android app development services
and cross-platformmobile apps to weigh the pros and cons further.

How to assess development costs and
ROI.

Assessing the development costs and ROI of using Flutter for your app project requires
systematic analysis of various factors. Here’s how you can evaluate development costs
and ROI effectively:

Assessing development costs:

Initial development costs:
Estimate the initial development costs, including salaries or contractor fees for
developers, designers and testers, plus any licensing fees for development tools.

Development timeframe:
Determine the expected development timeframe, including the sprints or iterations
required to complete the project, and then allocate resources accordingly.

Maintenance and updates:
Account for ongoingmaintenance and updates—factor in the costs of bug fixes, feature
enhancements and platform updates over time.

Tooling and infrastructure:
Include costs related to development tools, cloud hosting and infrastructure required for
the project.

Quality assurance and testing:
Estimate costs associatedwith quality assurance and testing efforts, including testing
devices, software and personnel.

https://hedgehoglab.com/services/mobile-app-development/ios-app/
https://hedgehoglab.com/services/mobile-app-development/android/
https://hedgehoglab.com/services/mobile-app-development/cross-platform/


Third-party services:
Identify and budget any third-party services or APIs your app needs (e.g., payment
gateways, analytics platforms).

Scalability considerations:
If your app needs to grow rapidly, allocate resources for scalabilitymeasures and
optimisations.

Calculating the ROI of Flutter:

Cost savings with Flutter:
Compare the estimated development costs using Flutter with the cost of developing
separate native apps for each platform. Calculate the cost savings achievedwith Flutter’s
single codebase approach.

Time-to-market benefits:
Analyse how Flutter’s hot reload and cross-platform capabilities contribute to a faster
time-to-market. Calculate the potential revenue gains from launching your app earlier.

Maintenance efficiency:
Assess howmaintaining a single codebasewith Flutter can lead tomore efficient and
cost-effective ongoingmaintenance thanmanaging separate codebases for iOS and
Android.

User engagement improvements:
Consider how Flutter’s consistency and performance enhancements can improve user
engagement. Estimate the potential revenue increase resulting fromhigher user
retention and in-app purchases.

Platform reach:
Calculate the potential revenue increase from reaching a broader audience by targeting
multiple platforms (iOS, Android, web, desktop) with a single Flutter codebase.



Positive ROI timeline:
Estimate the timeline at which you expect to achieve a positive ROI based on the cost
savings, efficiency gains and user engagement improvements provided by Flutter.

Competitive advantage:
Adopting Flutter can give your app a competitive advantage, potentially leading to
increasedmarket share and revenue growth.

Long-term cost analysis:
Compare the long-term cost of ownership of a Flutter-based appwith the projected costs
of native development over several years—factor inmaintenance, updates, and scaling.

Quantify user experience impact:
Quantify the user experience improvements achievedwith Flutter (e.g., faster load times,
smoother animations) and how they correlate with increased user engagement.

ROI metrics:
Identify key performance indicators (KPIs) related to user engagement, conversion rates
and revenue generation. Monitor thesemetrics over time tomeasure the actual ROI of
your Flutter app.

By thoroughly assessing development costs and ROI, you can decide whether adopting
Flutter aligns with your business objectives and financial goals. Remember that these
assessments should be re-visited and updated as the project progresses to ensure
accurate financial planning and ROI-tracking.









Scalability and future-proofing.

How Flutter supports business growth and
expansion.

Flutter remains a scalable solution as your business grows and expands into new
markets or offers additional services. It can accommodate feature enhancements,
updates, and the addition of new platforms - allowing companies to adapt to evolving
user needs. Flutter’s ability to target web and desktop platforms expands the reach of
your app, potentially tapping into new audiences andmarkets. Thismulti-platform
approach allows businesses to explore additional revenue streams.

Smaller development teams are often sufficient for Flutter app development compared
tomaintaining separate teams for iOS and Android. This resource efficiency enables
businesses to allocate resources strategically for growth initiatives.With an emphasis on
high-quality, stunning user interfaces, satisfied users aremore likely to become loyal
ones who advocate for your brand and contribute to continued business growth.

Flutter empowers businesses to expand their digital presence, reach a broader audience
and achieve sustainable growth. Its cost-efficiency, development speed and ability to
deliver consistent user experiences across platformsmake it a valuable asset for
businesses seeking to thrive in an ever-evolving digital landscape.

Strengthened by the support of Google

Backed by one of themost influential global tech and innovation leaders, Google’s
commitment to Flutter (both to the community and as an active player in the
development process) should give companies confidence in their investment and
assurance of the framework’s continued success. Plus, for businesses already deploying
other Google services like Google Cloud, Google Analytics or Android, Flutter can also
help to streamline integrations and simplify internal operations.

Google’s unwavering commitment to Flutter positions the platform as a strong, stable
and sustainable solution for app development.



Strategies for future-proofing your app investment
with Flutter.

Future-proofing your app investment with Flutter involves taking proactivemeasures to
ensure that your app remains relevant, adaptable and sustainable in the face of evolving
technologies andmarket dynamics.

Here are some strategies to future-proof your Flutter app

Keep Flutter and dependencies updated:
Regularly update your Flutter framework and its dependencies. Flutter’s active
development community releases updates, bug fixes and performance enhancements.
Staying current ensures your app remains compatible with newOS versions and devices.

Leverage the latest features:
Explore and adopt new Flutter features as they become available. Leveraging the latest
capabilities allows your app to incorporate cutting-edge technologies, provide
consistently optimal user experiences, and stay competitive.

Modular code architecture:
Implement amodular code architecture that separates different app components,
making it easier to update andmaintain specific features without affecting the entire
app. Thismodular approach facilitates scalability and adaptability.

Use platform-aware widgets:
Flutter’s platform-awarewidgets help your app adapt to each platform’s design
guidelines and user expectations (iOS and Android), ensuring your app continues to
provide a native-like experience as platforms evolve.

Cross-platform compatibility testing:
Regularly test your app on different devices, OS versions and screen sizes to promptly
identify and address compatibility issues. Ensure that your app remains accessible and
functional across a variety of platforms.



Optimise performance:
Continuously optimise your app’s performance to ensure fast load times and
responsiveness. Performance improvements are essential as users increasingly expect
seamless experiences.

Accessibility and internationalisation:
Maintain a commitment to accessibility standards (e.g., WCAG) and internationalisation
tomake your appmore inclusive and adaptable to diverse user needs andmarkets.

Security and privacy:
Stay vigilant about security and user privacy. Regularly update securitymeasures and
comply with evolving privacy regulations to protect user data andmaintain user trust.

Scalability:
Design your app to handle increased traffic, users and data as your business grows.
Scalable architecture and cloud-based solutions can accommodate higher demands.

User feedback integration:
Listen to user feedback and prioritise feature requests and bug fixes based on user
needs. Engagingwith users keeps them satisfied and loyal to your app.

Analytics and data-driven decisions:
Implement analytics tools to collect user behaviour, app performance and engagement
data. Use this data tomake informed decisions about updates, features and
optimisations.

Regular code reviews and refactoring:
Conduct regular code reviews and refactoring sessions tomaintain code quality, reduce
technical debt and ensure that your app’s architecture remains robust and adaptable.

Future-proofing research:
Stay informed about emerging technologies, market trends and user
preferences—research and plan for potential shifts in your industry or technology
landscape.

https://hedgehoglab.com/services/scaling/


Plan for emerging platforms:
Keep an eye on emerging platforms and technologies (e.g., AR/VR, smartwatches) and
assess their relevance to your business. Be prepared to extend your app’s reach to these
platforms if they become significant.

Documentation and knowledge transfer:
Maintain comprehensive documentation and ensure that knowledge about your app’s
development is transferable within your team. Effective knowledge sharing reduces
reliance on specific individuals and aids future development efforts.

By implementing these strategies, you can future-proof your Flutter app, ensuring its
adaptability, performance and relevance in an ever-evolving digital landscape. This
proactive approach helps youmaintain a competitive edge andmaximise the long-term
value of your app investment.

Flutter development best practices.

Recommendations for building a skilled Flutter
development team.

Building a skilled Flutter development team is crucial for the success of your app
projects.Whether recruiting in-house or partneringwith a 3rd-party, you’ll need to start
by searching for developers with diverse expertise, including UI/UX design, performance
optimisation and platform-specific knowledge.

If you’re hiring internally, building an effective team isn’t solved after onboarding. Ensure
your developers stay updatedwith the latest Flutter releases, best practices and
emerging trends by investing in ongoing training, certifications and Dart language
proficiency. Flutter offers official certification programs that can validate your team’s
expertise and ensure they are well-prepared to tackle complex projects.

Flutter developers often encounter unique challenges and complex scenarios. Promote a
collaborative work environment where teammembers share knowledge and tackle tasks
together. Encouraging problem-solving, creativity, and effective communication can
really boostmorale as well as a project’s execution.

Support your team to actively participate in online Flutter communities, forums and
open-source projects. Engagingwith the Flutter community can provide valuable

https://flutter.dev/learn


insights, solutions to common challenges and opportunities to learn from experienced
developers worldwide.

By following these recommendations, you can build a skilled and adaptable Flutter
development team capable of delivering high-quality apps efficiently while staying
current with the ever-evolving Flutter ecosystem.

Recommendations for partnering with an external
Flutter development team.

First thing’s first. If you’re considering partneringwith a development agency to deliver
your Flutter project, the first thing you’ll need to know is whether they’ve built apps using
Flutter before and, if so, how successful they were.

Assess the complexity of the applications they’ve developed and the quality of user
interfaces they’ve created. Client testimonials and case studies can offer valuable
insights into their work ethic and client satisfaction.

Of course, the team’s expertise shouldn’t necessarily start and endwith Flutter. They’ll
need significant experience in related technologies and platforms, enabling seamless
integrations and comprehensive app solutions where necessary.

Effective communication is amust. Choose a team that’s responsive, transparent and
willing to collaborate closely with your internal stakeholders. Assess their familiarity
with agilemethodologies, ensuring they can adapt to your project’s evolving needs.

A successful partnership with an external Flutter teamhinges on their technical
prowess, experience and ability to alignwith your project goals and communication
expectations.



Flutter security considerations.

Addressing security concerns related to user data and privacy is paramount in Flutter
app development. Protecting user information safeguards your users, ensures
compliancewith data protection regulations and preserves your app’s reputation.

Mitigating security risks in Flutter apps is crucial for protecting user data, maintaining
user trust and ensuring application integrity.

First and foremost, pay close attention to how sensitive data is stored andmanaged
within your Flutter app. Utilise secure storage options (such as encrypted databases or
keychain on iOS and Keystore on Android) for sensitive information storage like user
credentials or tokens. Avoid storing sensitive data in plain text or insecure formats.
Additionally, implement secure data transmission by usingHTTPS for API calls and
enforcing data encryptionwhenever data is transferred between the app and external
servers.

Next, implement robust authenticationmechanisms to ensure only authorised users can
access the app’s features and data. Utilise secure authentication protocols like OAuth or
OpenID Connect and consider incorporating biometric authenticationmethods like
fingerprint or face recognition. Implement role-based authorisation to restrict access to
specific app functionalities based on user roles or permissions. Always validate user
input and sanitise data to prevent common security vulnerabilities like SQL injection or
Cross-Site Scripting (XSS) attacks.

Conduct regular security audits and code reviews to identify vulnerabilities and
weaknesses within your Flutter app’s codebase. Address security issues promptly and
keep all third-party libraries and dependencies up-to-date tomitigate known
vulnerabilities. Additionally, consider implementing a bug bounty program to encourage
ethical hackers to report potential security flaws in your app. Keep your Flutter
framework and all related packages updated to benefit from the latest security
enhancements and patches.

By prioritising secure data storage, robust authentication and authorisation and regular
security audits, you can enhance the security posture of your Flutter app and provide
users with a safe and trustworthy experience. Security should be an ongoing
consideration throughout the app’s development lifecycle to protect against evolving
threats and vulnerabilities.



Flutter case studies.

Businesses across various industries have adopted Flutter, andmany have achieved
notable success with the framework. Here are some real-world examples of businesses
that have leveraged Flutter for their app development needs:

Dodl (financial services):
The newmobile appwas designed
and built on Flutter by our in-house
developers at hedgehog lab. After
meticulous testing, it was launched
in early April 2022 for iOS and
Android, with a waitlist of over 5,000
people.

> See the case study

BMW (automotive):
BMWadopted Flutter for its “My
BMW” app, which allows BMW
owners tomanage their vehicles and
access various services. Flutter’s
performance and cross-platform
capabilities were critical in delivering
a seamless user experience.

https://hedgehoglab.com/our-work/making-first-time-investment-a-dodl/


Alibaba Group
(eCommerce):
Alibaba - one of theworld’s largest
eCommerce companies - used
Flutter to build the Xianyu app. They
stated that ‘in addition to excellent
cross-end rendering consistency,
Flutter also provides highly efficient
development experience, a wide
range of out-of-the-box UI
components, and a performance
experience comparable to that
provided by native.’

52N (health):
Notoriously difficult to diagnose,
neutropenic sepsis kills 3 people
every day in the UK.
Recognising that neutropenic sepsis
(NS) is themost fatal side-effect of
chemotherapy treatment, 52North
wanted to develop a test to help these
people. Using Flutter as part of our
framework, weworked closely with
52North andMacmillan Cancer
Support to design theNeutrocheck
app, whichwould accompany their
rapid testing kits.

> See the case study

https://www.alibabacloud.com/blog/flutter-analysis-and-practice-evolution-and-innovation-of-flutter-based-architecture_596613
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https://hedgehoglab.com/our-work/aiding-quicker-diagnosis/


Brawn (fitness):
Gyms typically experience a
membership churn of 30-40% every
year. Having a stronger, more
engaged community helps reduce
this figure for amore profitable
business. InGymplaces the lifter at
the centre of their gym experience
andmakes them feelmore included.
Weworkedwith Brawn to develop
thismarket-expanding app. InGym is
the first fitness app to focus
specifically onweight training.With
the help of Flutter, we created a
platform to give lifters that
much-needed immersive and
inclusive experience. 67% used the
appwithin aweek of download and
over 40%use the app every week.

> See the case study

Groupon (eCommerce
and deals):
Groupon, a popular deals and
discounts platform, utilised Flutter to
build itsmobile app. Flutter’s
development efficiency allowed
Groupon to improve app
performance and enhance the user
experience.

https://hedgehoglab.com/our-work/the-only-app-on-the-market-for-weightlifters/


eBay (eCommerce):
eBay, a global onlinemarketplace,
adopted Flutter for parts of itsmobile
app to improve user experiences and
streamline development processes.

Google Pay (financial
services):
Google Pay used Flutter to develop its
mobile app, which is now used by
millions of people around theworld.
Flutter helped Google Pay to produce
a high-quality app quickly and
efficiently.

Nutan Bank (financial
services):
Nubank is a digital bank in Brazil that
used Flutter to develop itsmobile
app. Flutter helpedNubank develop a
secure and reliable app that provides
a great banking experience.

These real-world examples demonstrate how businesses from various sectors, including
eCommerce, healthcare, gaming, finance andmore, have benefited fromusing Flutter.
The framework’s versatility, efficiency, and ability to deliver consistent user experiences
across platforms havemade it a preferred choice for app development in various
industries.



Interviews with our in-house Flutter
experts.

We chattedwith 3 of our in-house Flutter developers and one of our expert Flutter
designers to gain their first-hand experiences and opinions on using Flutter compared
with other software development platforms.We discuss challenges, benefits and advice
for businesses interested in using Flutter for their next project.

Can you describe your first experience with Flutter? What were
the pros and cons?

I can indeed - it was the first ever app I designed! It was a sports
performance/coaching app for golfers. I leant quite heavily on our Flutter
developers for what was best practice and how best to design for Flutter.

One of the pros which stood out inmymindwas the large developer community behind
Flutter. There were a few instances wherewe knew how somethingwould work in iOS,
andwe knew how it would work in Android but were unsure of the best way to approach
thatmiddle ground known as Flutter - the developer community was on it, though!
People had created plugins, libraries andUIs formost things you’d come across, and from
there, wewere able to adapt and overcome any issues that we faced.

I’m struggling to think of a con - the only thingwhich vaguely comes tomind is the fact a
lot of default Flutter was designed aroundGoogleMaterial design, which is a great
framework but looked a little out of place on iOS, but wewere quickly able to fix any of
that because of how customisable it is.



In a specific Flutter project, can you describe a design challenge
you encountered and how you collaborated with the
development team to address it effectively? What was the

outcome?

It was early on inmy app design career and on a project for Exxonwhere I initially
designed very bespoke elements like share cards andmodals, etc. It was after a
chat with the devs I found out it mademuchmore sense from a development

time perspective to use native elements for those kinds of features. It also benefited the
user because theywere already familiar with those native elements on their device.

As nice as those custom elementsmight have looked, it mademuchmore sense to rely
on the native UI - it alsomeant the devs’ time could be better spent on areas of the app
whichwould benefit from being heavily designed and custom. The outcomewas that the
user experiencewasn’t hampered, and amore effective use of developer timewas found!

Can you highlight a project where you were involved in improving
the accessibility and inclusivity of a Flutter app’s design? What
strategies did you employ, and how did these changes positively

affect the user experience?

Wedid somework for a company called 52N - they are creating amedical device
which allows people who are receiving a variety of treatments for cancer to
quickly and easily check their blood for signs of Sepsis. Sepsis in cancer patients

is incredibly dangerous, and the quicker they receive treatment, the better survival rate
they have.

As part of that work, we did some user interviews and discovered there are a variety of
challenges facing people receiving treatment. Onewhich stood out inmymindwas
peripheral neuropathy - as a result of someone receiving chemotherapy, the nerves are
damaged in their extremities, meaning that they often experience numbness of their
fingers. This uncovered obvious accessibility issues around button size, methods of
engagement with the app (swiping, scrolling, long presses, etc) - wewere able to work
with real users to overcome awhole host of accessibility issues.

The primary outcomewas to enable the user to give their healthcare provider
informationwhichwould potentially save their life, and as such, weworked really hard
on thewording and phrasing of certain areas of the app as to not cause undue alarm or

https://hedgehoglab.com/our-work/aiding-quicker-diagnosis/


distress to the user whilst also not losing that element of urgency and seriousness
around their treatment.

Share a real-life example of how you collaborated with Flutter
developers to implement complex animations or transitions to
enhance the user experience. What was the impact on user

engagement and satisfaction?

It wasn’t necessarily a complex animation, in fact, it was incredibly subtle but
had a large impact. As part of Brawn’s app, users are able to like each other’s
posts andworkout as a form of encouragement - it quickly became quite clear

that it didn’t quite hit themarkwhen you ‘liked’ a post, the icon simply became active,
and you appeared in a long list of other users.

Compared to the in-gym experience, where people would be high-fiving and
fist-bumping to celebrate a new PR or achievement - a simple but effective fix was to
animate the ‘like’ button to a first bump raising up and pounding down on the post. It was
a simple animation but introduced an element of depth and interactivity aimed at
replicating that fist bump you get in the gym. It was as simple as putting together a Lottie
animation in After Effects and handing over the JSON to our devs - Flutter deals with
Lottie animations really nicely.

Discuss your experience with Flutter’s customisable widgets and
UI libraries. Can you provide an example of a project where these

pre-built components expedited the design process and led to a
successful outcome?

A lot of our projects leverage these pre-built components, especially for
everyday design elements like calendars and input fields, etc. Often, designing
elements like a calendar or a graph can be quite time-consuming and complex to

implement. The plethora of libraries and components nowmeans that we can have
great-looking elements without the headache or compromises if wewere to create them
completely bespoke.

https://hedgehoglab.com/our-work/the-only-app-on-the-market-for-weightlifters/


In your role as a designer, how do you adapt Flutter’s design
principles to align with platform-specific guidelines (e.g., Material
Design for Android, Cupertino for iOS)? Can you share a project

where this approach was particularly effective?

Forme, this just camewith time and exposure to the Flutter framework - luckily,
Flutter does a lot of the heavy lifting and handles native features really nicely. It
means that, as designers, we’re able to focus on the areas whichwould really

benefit from some creative flair.

Share a case study where user testing and feedback played a
pivotal role in refining the design of a Flutter app. How did
user-centric design decisions lead to improvements in user

satisfaction and engagement?

We’re working on an app calledMy Liferaft. We had some heavy engagement with
users, and they really helped shape the product and roadmap. By listening to their
real-world experiences, wewere able to introduce features that would have real
benefit, such as allowing designated users (or carers) tomanage appointments

and reminders for them. It was really important for some of the users that they were able
to let loved ones or carers know about certain appointments or activities going on in
their life - a feature I dare say we probably overlooked until hearing that first-hand
feedback fromusers.



Can you provide insights from a Flutter project where you
worked on optimising the app's design for different screen sizes
and orientations, including tablets and desktops? What design
considerations were crucial for a seamless multi-platform

experience?

We recently worked on a project called Phynai. It’s an app that allows investors to
manage their portfolio and interact with their investment advisor.

The project was initially going to bemobile-only, but it turned out that a desktop version
of the appwould be really beneficial, also. Luckily for us, Flutter does a fantastic job of
handling this.With some reallyminor design tweaks, wewere able to get the desktop app
equivalentmocked-up and ready for development really quickly. The obvious benefit
being that it’s on-brand and looks exactly like themobile version of the app, so users will
be really familiar when on desktop ormobile.

What would be your advice to a business owner interested in
using Flutter for their next project?

Go for it - of the development frameworks available, it’s got the biggest backers
and the best community, both of whichwill only get better. Huge corporations are
building their apps in Flutter and reaping the benefits, so you absolutely should,

too. I look forward to designing your next Flutter app!



Can you describe your first experience with Flutter? What were
the pros and cons?

My first interactionwith Flutter was fascinating. The pros include its efficient
single codebase, allowing simultaneous Android and iOS development, and its
rich set of customisable widgets. The cons could be the steep learning curve for

developers unfamiliar with Dart.

Can you share an example of a challenging UI/UX problem you
encountered while developing a Flutter app? How did you
overcome it, and how did it impact the user experience?

In developing an investing app, a significant challengewas creating a fluid and
intuitive navigation system that accommodated numerous categories and
subcategories without overwhelming users. Leveraging Flutter’s widget-centric

architecture, we implemented a dynamic, collapsiblemenu thatmade efficient use of
screen real estate and prioritised user needs. Users reported finding desired products
with less effort, reflecting the successful resolution of the UI/UX challenge.



In a specific project, how did Flutter’s hot reload feature influence
the development process, and did it contribute to faster iterations
and improved project outcomes?

Flutter’s hot reload is a feature that allows developers to instantly view the result
of the latest change. This feature is crucial for faster iterations and spotting and
fixing bugs instantly. In one project, this feature significantly improved the

development process by allowing rapid prototyping and testing, which ultimately led to
enhanced project outcomes.

Could you describe a situation where you had to optimise the
performance of a Flutter app, and what strategies or techniques
did you employ to achieve the desired results?

Weusedmulti-threading techniques using Dart’s isolates. Isolates allow
concurrent execution of code, enabling the app to perform intensive
computations in the backgroundwhile keeping the UI thread unblocked and

responsive.

By implementingmulti-threadingwith isolates, wemanaged to offload the heavy tasks to
background threads, substantially improving the app’s responsiveness and user
experience, as users no longer experienced freezing or delays while interacting with the
app. This approach demonstrated how leveraging Flutter’s capabilities in handling
concurrent execution can directly enhance the app’s performance and user satisfaction.

Share a case study where Flutter’s single codebase approach led
to cost savings and efficiency. How did this affect the overall
project budget and timeline?

With Flutter’s single codebase approach, you don’t need separate developers for
each platform, which can really help with the budget. This way, you can allocate
funds to other areas like enhancing features or improving the overall user
experience,making the appmore robust and user-friendly without overspending.



Have you worked on a project that required integration with
third-party services or APIs? What were the key considerations
and challenges, and how did Flutter simplify this process?

Integrationwith third-party services or APIs is common, and Flutter does provide
various packages and plugins to ease this process. Key considerations include
security, data integrity, and compatibility. Flutter’s extensive libraries and plugins

simplified the integration process, addressing potential challenges efficiently.

Discuss a project where Flutter’s ability to create a consistent
user experience across iOS and Android platforms was crucial.
How did this consistency impact user engagement and

feedback?

Consistency in design and interaction helps in building a strong brand image. It
ensures that the brand is represented cohesively across various platforms.



Share insights from a project where Flutter was used to target
web or desktop platforms. What were the advantages and
challenges of this multi-platform approach, and how did it impact

the project’s success?

Whenwe used Flutter tomake aweb version of an app, a big challengewas
making sure it looked good on all screen sizes.We had to work a lot with Flutter’s
tools tomake everything size correctly on different screens. By solving these

design challenges, wemade sure users had a good experience nomatter what device
they used to access theweb app.

In a specific case, how did the Flutter community and ecosystem,
including plugins and packages, enhance the development
process and save time on a project?

In one of our projects, we integrated the flutter_stripe package but facedmultiple
challenges. After discussing these issues with the Stripe team, theywere very
responsive and promptly updated their package to resolve the problemswe

encountered.

What would be your advice to a business owner interested in
using Flutter for their next project?

If you’re a business owner thinking about using Flutter, my advice is to look
closely at what your project needs. Flutter is a good fit if you need to be on
different platforms andwant everything to look andwork the sameway. Check if

what Flutter offersmatches what your project needs. This way, you canmake themost
out of Flutter, making the development smoother and getting a great final product.



Can you describe your first experience with Flutter? What were
the pros and cons?

My first proper experiencewith Flutter was on a project called Flexed. Previous to
that, I had followed tutorials in order to get familiar with it. After doing some pair
programming to start, I quickly found it easy to workwith, even though it was

different to what I’d been used to. It is very flexible to workwith, and I liked the fast
iteration of the UI. The declarative UI style alsomakes it easier to implement the “flow” of
the app. The fact that it’s cross-platform allowsmuch quicker development if a client
wants apps formultiple platforms.

Though this has already changed quite a lot, Flutter does not have the same amount of
library support as native development - particularly when it comes to 3rd party services
such as Shopify. Some 3rd party services do not have official libraries for Flutter.

In a specific project, how did Flutter’s hot reload feature influence
the development process, and did it contribute to faster iterations
and improved project outcomes?

I can’t think of a specific project, but this has been very useful on every app I’ve
worked on! It’smuch quicker to tweak the UI andmatch the designs when you can
see the changes instantly. I’ve never tried this, but there’s potential for tweaking

the app on the flywhile screen sharing in order to get feedback.



Share a case study where Flutter’s single codebase approach led
to cost savings and efficiency. How did this affect the overall
project budget and timeline?

For Great Rail Journeys, the product was developed for Android, iOS andWeb
simultaneously. The initial release was done just over 6months after starting. Not
including the API work, this was accomplishedwith 2 devs, only 1 being full-time

on the project. I can’t be sure about the timeline, but I imagine a native and separate web
approachwould have taken the same time but required amuch greater amount of dev
resources.

Have you worked on a project that required integration with
third-party services or APIs? What were the key considerations
and challenges, and how did Flutter simplify this process?

One recent project that required third-party integrations was Vyne, which used
Shopify. This faced the challenge of Flutter not having an official Shopify library -
we ended up heavilymodifying an existing unofficial library in order to develop

the app. In this case, the problemwas not simplified since we had to write
platform-specific code to integrate the dependency. However, in some cases, the
cross-platformnature of Flutter also reduces the amount of work to integrate with, e.g. a
web-based API.

Share insights from a project where Flutter was used to target
web or desktop platforms. What were the advantages and
challenges of this multi-platform approach, and how did it impact

the project’s success?

Great Rail Journeys featured bothweb andmobile platforms. The biggest
advantage of this was being able to develop aweb appwith feature equality with
themobile platformwithout having to bring in web frontend resource. Themobile

designs could also easily be used tomake theweb app responsive, whichwas quite easy
with Flutter. However, this did lead to struggles at times, where the two designs did not
neatly transition from one to the other.Working on cross-platform apps like thismay



needmore collaborationwith the design team tomake sure this worksmore smoothly.
Since this was a new process forme, I also encountered issues such as the difference
between file downloads/uploads between platforms. However, I now know about that for
future projects.

What would be your advice to a business owner interested in
using Flutter for their next project?

Flutter is quick to develop and iterate with and easily enables the development of
apps which look consistent across platforms. Having a single codebase for all apps
alsomakes it easy to keep updates consistent across platforms, avoiding having

any of them lagging behind in features or bug fixes. Flutter’s community ecosystem only
continues to grow, and as Flutter can interact with native code, even features and
integrations that require platform-specific code can be implementedwith a littlemore
work.



Can you describe your first experience with Flutter? What were
the pros and cons?

My first experiencewith Flutter was great. It was easy to learn and use, and I was
able tomake apps quickly. The biggest pros formewere the ability to write one
codebase formultiple platforms, the ease of learning, and the hot reload feature.

However, there are also some cons to using Flutter. One con is that the package
ecosystem is still growing, and there are some cases where youmay not be able to find a
package for a specific feature. Additionally, some packagesmay not bewell-maintained
or updated regularly.

Can you share an example of a challenging UI/UX problem you
encountered while developing a Flutter app? How did you
overcome it, and what impact did it have on the user experience?

I’ve built a few Flutter apps now, and I’ve never had a UI/UX problem I couldn’t
solve. Flutter’s built-inMaterial widgets are really easy to customise, andmaking
customwidgets for specific screens is a breeze. This flexibility has letme quickly

design interfaces that look great and are easy to use.



In a specific project, how did Flutter’s hot reload feature influence
the development process, and did it contribute to faster iterations
and improved project outcomes?

Flutter’s hot reload feature is a game-changer for development. It lets you see your
code changes reflected in the app instantly, so you can iterate quickly and fix bugs
fast. This alsomeans you can implement features faster. As a result, your projects

will bemore efficient, and your apps will be better quality.

Could you describe a situation where you had to optimise the
performance of a Flutter app, and what strategies or techniques
did you employ to achieve the desired results?

Flutter apps are usually pretty fast, but I had to improve the performance of a
lazy-loaded list. I used Flutter’s devtools to find the bottlenecks, then optimised
the rendering process, reducedwidget rebuilds, and fetched datamore efficiently.



Share a case study where Flutter’s single codebase approach led
to cost savings and efficiency. How did this affect the overall
project budget and timeline?

Using Flutter to develop a cross-platform appwith a single codebasemeant we
didn’t need separate teams for iOS and Android. Thismade development faster
and easier, cutting out duplicate work and saving us a ton of time and resources.

As a result, wewere able to launch the appmuch sooner thanwewould have otherwise.

Have you worked on a project that required integration with
third-party services or APIs? What were the key considerations
and challenges, and how did Flutter simplify this process?

I’veworked on projects where I had to integrate third-party services and APIs. In
one case, I needed to create a custom plugin as a wrapper for nativemobile SDKs
because theyweren’t directly supported by Flutter. Flutter’s “method channels”

made it easy for the Flutter and native code to communicate with each other.Writing
native iOS and Android codewas challenging forme, but the Flutter framework’s easy
testing was a huge plus. This approachmade it possible to integrate third-party services
even though I wasn’t an expert in native code.



Discuss a project where Flutter’s ability to create a consistent
user experience across iOS and Android platforms was crucial.
How did this consistency impact user engagement and
feedback?

Onmany projects I’ve worked on, it was important to have a consistent user
experience across iOS and Android. Flutter is great at this. It lets you create apps
that look and feel the same, nomatter what operating system they’re running on.

This uniformity in the app’s appearance and behaviour had a positive impact on user
engagement and feedback. Users appreciated the consistent experience, whichmade the
app feel familiar and easy to use, nomatter what device theywere on. As a result, this
consistency led to better user engagement andmore positive feedback, which helped the
projects succeed.

Could you provide an example of how Flutter’s customisable
widgets and rich UI libraries contributed to creating a unique and

visually appealing app, particularly in cases where design played a
crucial role?

In a recent project, we needed to develop an appwith a distinctive and engaging
user interface. Flutter’s wide variety of customisable widgets and rich UI libraries
made it possible to bring our design vision to life.Wewere able to create custom

components, tailor the app’s appearance to our specific brand guidelines, and design a
visually stunning user experience. Flutter’s Material widgets were especially helpful,
offering high-customisability and responsiveness to our design needs. However, while
Material design is great, addingmore alternative design libraries to Flutter would be a
welcome addition, providing even greater design flexibility. I hope that Flutter will
eventually break free ofMaterial widgets and embrace awider range of design
possibilities.



Share insights from a project where Flutter was used to target
web or desktop platforms. What were the advantages and
challenges of this multi-platform approach, and how did it impact
the project’s success?

We recently tried using Flutter to build a web app. It was amulti-platform
approachwith some advantages, like code reuse and a unified development
experience. But it also had some challenges. Flutter for web isn’t asmature as its

mobile counterparts, andwe had to use a lot of workarounds to get our appworking on
theweb. I’m still more likely to recommend JavaScript for web development, to be honest.

The challenges included adapting our app's UI to theweb’s different design paradigms,
optimising for different screen sizes, and fixing third-party plugin issues. Even though
the project showed the potential of Flutter’smulti-platform capabilities, it also
highlighted the need for Flutter for theweb to becomemoremature and stable.

Despite these challenges, themulti-platform approach did save us time. It’s an exciting
prospect, and I hope that Flutter will continue to evolve and becomemore robust for web
development in the future.

In a specific case, how did the Flutter community and ecosystem,
including plugins and packages, enhance the development
process and save time on a project?

The Flutter community and its ecosystem, with its huge collection of plugins and
packages, gave us a big boost in developing our app. The ecosystem is still
growing, but it was already a huge help, with solutions formost of what we

needed.

There were a few timeswhen I wished for packages that didn’t exist yet, but formost of
our needs, we foundwhat we needed. The Flutter community is very active and helpful,
and theywere always there to offer support and answers whenwe got stuck. The
collaborative and supportive nature of the Flutter community was a key factor in the
success of our projects.



Discuss a project where Flutter’s adaptability to emerging
technologies, such as augmented reality (AR), machine learning
(ML), or progressive web apps (PWAs), provided a competitive
advantage or opened up new possibilities. How did Flutter

facilitate these integrations?

In a recent project, Flutter was a huge help, especially when it came to Progressive
Web Apps (PWAs).With Flutter, we could create web appswithout having to rely
on JavaScript, whichwas a breath of fresh air in amarket where JavaScript is king.

Flutter’s adaptability opened up new possibilities for us and allowed us to streamline
development across web andmobile platforms. The project was a success because of
Flutter’s cross-platform capabilities. Flutter saved us development time, let us update
our app faster, andmade it easier tomaintain.

While we didn’t directly use augmented reality (AR) ormachine learning (ML) in this
project, Flutter’s flexibility suggests that it could be just as helpful with these emerging
technologies in future projects.

What would be your advice to a business owner interested in
using Flutter for their next project?

My advice to a business owner considering Flutter for their next project would be
to strongly consider adopting it. Flutter is an excellent choice for businesses as it
offers a fast and efficient development process. It’s relatively easy for developers

to learn, which can save both time and resources. Its cross-platform capabilitiesmean
you can target different platformswith a single codebase, further streamlining
development. Additionally, the Flutter community is active and growing, providing ample
resources and support. Starting your new apps in Flutter could lead to quicker
development, cost savings, and amore consistent user experience across platforms,
ultimately benefiting your business.



The future trends promising to elevate
Flutter’s status in the app
development arena.

As the demand for seamless experiences acrossmobile, web, desktop, and even
emerging platforms like embedded systems andwearables grows, Flutter’s adaptability
and unified codebase approach position it as a frontrunner inmulti-platform
dominance.

The Flutter ecosystem is also set to expand significantly withmore third-party plugins,
libraries and packages. Asmore businesses and developers adopt Flutter, an
ever-growing repository of pre-built solutions will simplify development, speed up
time-to-market and empower developers to create feature-rich appsmore efficiently.

As AI andmachine learning continue to transform industries, Flutter’s integrationwith
AI andML technologies is a trend to watch. Flutter’s accessibility and support for
AI-powered features will enable developers to createmore innovative and personalised
app experiences, from recommendation engines to natural language processing.

These trends collectively signal a bright future for Flutter, solidifying its position as a
versatile, efficient and innovative framework in the ever-evolving app development
landscape. Businesses and developers embracing Flutter can anticipate staying at the
forefront of technology and reaping the benefits of a dynamic and forward-thinking
ecosystem.



Actionable next steps for business
owners interested in exploring Flutter
for app development.

Interested in exploring Flutter for your app development? Start by clearly defining your
app concept, its purpose, target audience and the specific problems it aims to solve.
Establishmeasurable objectives and key performance indicators (KPIs) to gauge success.

To ensure that your big ideawill resonate with its intended users, conduct thorough
market research to better understand your competition, user needs andmarket trends.
And don’t forget to identify gaps or opportunities that your app can address - remember,
pain points are oftenmore important to consider than benefits.

Next, determine your budget for app development, including initial development costs,
ongoingmaintenance andmarketing. Allocate resources for development, design and
quality assurance. Choosing between in-house and outsourced development - or a
combination of both - will be instrumental in figuring out these finances. Consider
factors like expertise, costs, and project complexity tomake this decision.

Once your environment is ready, it’s time to develop a comprehensive project plan that
outlines the app’s features, milestones, timelines and deliverables. Define roles and
responsibilities within your development team orwith your chosen development
partner. Create prototypes and engage in rigorous testing to ensure your app aligns with
objectives and user expectations. Allocate resources for ongoingmaintenance, updates,
and scalability to keep your app competitive and responsive to evolving needs.

By following these actionable steps andmaintaining a user-centric approach, you can
navigate the process of exploring, developing and launching your Flutter app confidently
andmaximising its potential formarket success.

Contact us to discuss howwe canwork together to launch your Flutter app.

https://hedgehoglab.com/contacting-hedgehog-lab/

